**Normalization in DBMS: 1NF, 2NF, 3NF and BCNF in Database**

**Normalization** is a process of organizing the data in database to avoid data redundancy, insertion anomaly, update anomaly & deletion anomaly. Let’s discuss about anomalies first then we will discuss normal forms with examples.

**Anomalies in DBMS**

There are three types of anomalies that occur when the database is not normalized. These are – Insertion, update and deletion anomaly. Let’s take an example to understand this.

**Example**: Suppose a manufacturing company stores the employee details in a table named employee that has four attributes: emp\_id for storing employee’s id, emp\_name for storing employee’s name, emp\_address for storing employee’s address and emp\_dept for storing the department details in which the employee works. At some point of time the table looks like this:

|  |  |  |  |
| --- | --- | --- | --- |
| emp\_id | emp\_name | emp\_address | emp\_dept |
| 101 | Rick | Delhi | D001 |
| 101 | Rick | Delhi | D002 |
| 123 | Maggie | Agra | D890 |
| 166 | Glenn | Chennai | D900 |
| 166 | Glenn | Chennai | D004 |

The above table is not normalized. We will see the problems that we face when a table is not normalized.

**Update anomaly**: In the above table we have two rows for employee Rick as he belongs to two departments of the company. If we want to update the address of Rick then we have to update the same in two rows or the data will become inconsistent. If somehow, the correct address gets updated in one department but not in other then as per the database, Rick would be having two different addresses, which is not correct and would lead to inconsistent data.

**Insert anomaly**: Suppose a new employee joins the company, who is under training and currently not assigned to any department then we would not be able to insert the data into the table if emp\_dept field doesn’t allow nulls.

**Delete anomaly**: Suppose, if at a point of time the company closes the department D890 then deleting the rows that are having emp\_dept as D890 would also delete the information of employee Maggie since she is assigned only to this department.

To overcome these anomalies we need to normalize the data. In the next section we will discuss about normalization.

**Normalization**

Here are the most commonly used normal forms:

* First normal form(1NF)
* Second normal form(2NF)
* Third normal form(3NF)
* Boyce & Codd normal form (BCNF)

**First normal form (1NF)**

As per the rule of first normal form, an attribute (column) of a table cannot hold multiple values. It should hold only atomic values.

**Example**: Suppose a company wants to store the names and contact details of its employees. It creates a table that looks like this:

|  |  |  |  |
| --- | --- | --- | --- |
| emp\_id | emp\_name | emp\_address | emp\_mobile |
| 101 | Herschel | New Delhi | 8912312390 |
| 102 | Jon | Kanpur | 8812121212  9900012222 |
| 103 | Ron | Chennai | 7778881212 |
| 104 | Lester | Bangalore | 9990000123  8123450987 |

Two employees (Jon & Lester) are having two mobile numbers so the company stored them in the same field as you can see in the table above.

This table is **not in 1NF** as the rule says “each attribute of a table must have atomic (single) values”, the emp\_mobile values for employees Jon & Lester violates that rule.

To make the table complies with 1NF we should have the data like this:

|  |  |  |  |
| --- | --- | --- | --- |
| emp\_id | emp\_name | emp\_address | emp\_mobile |
| 101 | Herschel | New Delhi | 8912312390 |
| 102 | Jon | Kanpur | 8812121212 |
| 102 | Jon | Kanpur | 9900012222 |
| 103 | Ron | Chennai | 7778881212 |
| 104 | Lester | Bangalore | 9990000123 |
| 104 | Lester | Bangalore | 8123450987 |

**Second normal form (2NF)**

A table is said to be in 2NF if both the following conditions hold:

* Table is in 1NF (First normal form)
* No non-prime attribute is dependent on the proper subset of any candidate key of table.

An attribute that is not part of any candidate key is known as non-prime attribute.

**Example**: Suppose a school wants to store the data of teachers and the subjects they teach. They create a table that looks like this: Since a teacher can teach more than one subjects, the table can have multiple rows for a same teacher.

|  |  |  |
| --- | --- | --- |
| teacher\_id | subject | teacher\_age |
| 111 | Maths | 38 |
| 111 | Physics | 38 |
| 222 | Biology | 38 |
| 333 | Physics | 40 |
| 333 | Chemistry | 40 |

**Candidate Keys**: {teacher\_id, subject}  
**Non prime attribute**: teacher\_age

The table is in 1 NF because each attribute has atomic values. However, it is not in 2NF because non prime attribute teacher\_age is dependent on teacher\_id alone which is a proper subset of candidate key. This violates the rule for 2NF as the rule says “**no** non-prime attribute is dependent on the proper subset of any candidate key of the table”.

To make the table complies with 2NF we can break it in two tables like this:  
**teacher\_details table:**

|  |  |
| --- | --- |
| teacher\_id | teacher\_age |
| 111 | 38 |
| 222 | 38 |
| 333 | 40 |

**teacher\_subject table:**

|  |  |
| --- | --- |
| teacher\_id | subject |
| 111 | Maths |
| 111 | Physics |
| 222 | Biology |
| 333 | Physics |
| 333 | Chemistry |

Now the tables comply with Second normal form (2NF).

**Third Normal form (3NF)**

A table design is said to be in 3NF if both the following conditions hold:

* Table must be in 2NF
* [Transitive functional dependency](https://beginnersbook.com/2015/04/transitive-dependency-in-dbms/) of non-prime attribute on any super key should be removed.

An attribute that is not part of any [candidate key](https://beginnersbook.com/2015/04/candidate-key-in-dbms/) is known as non-prime attribute.

In other words 3NF can be explained like this: A table is in 3NF if it is in 2NF and for each functional dependency X-> Y at least one of the following conditions hold:

* X is a [super key](https://beginnersbook.com/2015/04/super-key-in-dbms/) of table
* Y is a prime attribute of table

An attribute that is a part of one of the candidate keys is known as prime attribute.

**Example**: Suppose a company wants to store the complete address of each employee, they create a table named employee\_details that looks like this:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| emp\_id | emp\_name | emp\_zip | emp\_state | emp\_city | emp\_district |
| 1001 | John | 282005 | UP | Agra | Dayal Bagh |
| 1002 | Ajeet | 222008 | TN | Chennai | M-City |
| 1006 | Lora | 282007 | TN | Chennai | Urrapakkam |
| 1101 | Lilly | 292008 | UK | Pauri | Bhagwan |
| 1201 | Steve | 222999 | MP | Gwalior | Ratan |

**Super keys**: {emp\_id}, {emp\_id, emp\_name}, {emp\_id, emp\_name, emp\_zip}…so on  
**Candidate Keys**: {emp\_id}  
**Non-prime attributes**: all attributes except emp\_id are non-prime as they are not part of any candidate keys.

Here, emp\_state, emp\_city & emp\_district dependent on emp\_zip. And, emp\_zip is dependent on emp\_id that makes non-prime attributes (emp\_state, emp\_city & emp\_district) transitively dependent on super key (emp\_id). This violates the rule of 3NF.

To make this table complies with 3NF we have to break the table into two tables to remove the transitive dependency:

**employee table:**

|  |  |  |
| --- | --- | --- |
| emp\_id | emp\_name | emp\_zip |
| 1001 | John | 282005 |
| 1002 | Ajeet | 222008 |
| 1006 | Lora | 282007 |
| 1101 | Lilly | 292008 |
| 1201 | Steve | 222999 |

**employee\_zip table:**

|  |  |  |  |
| --- | --- | --- | --- |
| emp\_zip | emp\_state | emp\_city | emp\_district |
| 282005 | UP | Agra | Dayal Bagh |
| 222008 | TN | Chennai | M-City |
| 282007 | TN | Chennai | Urrapakkam |
| 292008 | UK | Pauri | Bhagwan |
| 222999 | MP | Gwalior | Ratan |

**Boyce Codd normal form (BCNF)**

It is an advance version of 3NF that’s why it is also referred as 3.5NF. BCNF is stricter than 3NF. A table complies with BCNF if it is in 3NF and for every [functional dependency](https://beginnersbook.com/2015/04/functional-dependency-in-dbms/) X->Y, X should be the super key of the table.

**Example**: Suppose there is a company wherein employees work in **more than one department**. They store the data like this:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| emp\_id | emp\_nationality | emp\_dept | dept\_type | dept\_no\_of\_emp |
| 1001 | Austrian | Production and planning | D001 | 200 |
| 1001 | Austrian | stores | D001 | 250 |
| 1002 | American | design and technical support | D134 | 100 |
| 1002 | American | Purchasing department | D134 | 600 |

**Functional dependencies in the table above**:  
emp\_id -> emp\_nationality  
emp\_dept -> {dept\_type, dept\_no\_of\_emp}

**Candidate key**: {emp\_id, emp\_dept}

The table is not in BCNF as neither emp\_id nor emp\_dept alone are keys.

To make the table comply with BCNF we can break the table in three tables like this:  
**emp\_nationality table:**

|  |  |
| --- | --- |
| emp\_id | emp\_nationality |
| 1001 | Austrian |
| 1002 | American |

**emp\_dept table:**

|  |  |  |
| --- | --- | --- |
| emp\_dept | dept\_type | dept\_no\_of\_emp |
| Production and planning | D001 | 200 |
| stores | D001 | 250 |
| design and technical support | D134 | 100 |
| Purchasing department | D134 | 600 |

**emp\_dept\_mapping table:**

|  |  |
| --- | --- |
| emp\_id | emp\_dept |
| 1001 | Production and planning |
| 1001 | stores |
| 1002 | design and technical support |
| 1002 | Purchasing department |

**Functional dependencies**:  
emp\_id -> emp\_nationality  
emp\_dept -> {dept\_type, dept\_no\_of\_emp}

**Candidate keys**:  
For first table: emp\_id  
For second table: emp\_dept  
For third table: {emp\_id, emp\_dept}

This is now in BCNF as in both the functional dependencies left side part is a key.

**Normalization**

* Normalization is the process of organizing the data in the database.
* Normalization is used to minimize the redundancy from a relation or set of relations. It is also used to eliminate the undesirable characteristics like Insertion, Update and Deletion Anomalies.
* Normalization divides the larger table into the smaller table and links them using relationship.
* The normal form is used to reduce redundancy from the database table.

**Types of Normal Forms**

There are the four types of normal forms:
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|  |  |
| --- | --- |
| **Normal Form** | **Description** |
| [1NF](https://www.javatpoint.com/dbms-first-normal-form) | A relation is in 1NF if it contains an atomic value. |
| [2NF](https://www.javatpoint.com/dbms-second-normal-form) | A relation will be in 2NF if it is in 1NF and all non-key attributes are fully functional dependent on the primary key. |
| [3NF](https://www.javatpoint.com/dbms-third-normal-form) | A relation will be in 3NF if it is in 2NF and no transition dependency exists. |
| [4NF](https://www.javatpoint.com/dbms-forth-normal-form) | A relation will be in 4NF if it is in Boyce Codd normal form and has no multi-valued dependency. |
| [5NF](https://www.javatpoint.com/dbms-fifth-normal-form) | A relation is in 5NF if it is in 4NF and not contains any join dependency and joining should be lossless. |

**First Normal Form (1NF)**

* A relation will be 1NF if it contains an atomic value.
* It states that an attribute of a table cannot hold multiple values. It must hold only single-valued attribute.
* First normal form disallows the multi-valued attribute, composite attribute, and their combinations.

**Example:** Relation EMPLOYEE is not in 1NF because of multi-valued attribute EMP\_PHONE.

**EMPLOYEE table:**

|  |  |  |  |
| --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_PHONE** | **EMP\_STATE** |
| 14 | John | 7272826385, 9064738238 | UP |
| 20 | Harry | 8574783832 | Bihar |
| 12 | Sam | 7390372389, 8589830302 | Punjab |

The decomposition of the EMPLOYEE table into 1NF has been shown below:

|  |  |  |  |
| --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_PHONE** | **EMP\_STATE** |
| 14 | John | 7272826385 | UP |
| 14 | John | 9064738238 | UP |
| 20 | Harry | 8574783832 | Bihar |
| 12 | Sam | 7390372389 | Punjab |
| 12 | Sam | 8589830302 | Punjab |

**Second Normal Form (2NF)**

* In the 2NF, relational must be in 1NF.
* In the second normal form, all non-key attributes are fully functional dependent on the primary key

**Example:** Let's assume, a school can store the data of teachers and the subjects they teach. In a school, a teacher can teach more than one subject.

**TEACHER table**

|  |  |  |
| --- | --- | --- |
| **TEACHER\_ID** | **SUBJECT** | **TEACHER\_AGE** |
| 25 | Chemistry | 30 |
| 25 | Biology | 30 |
| 47 | English | 35 |
| 83 | Math | 38 |
| 83 | Computer | 38 |

In the given table, non-prime attribute TEACHER\_AGE is dependent on TEACHER\_ID which is a proper subset of a candidate key. That's why it violates the rule for 2NF.

To convert the given table into 2NF, we decompose it into two tables:

**TEACHER\_DETAIL table:**

|  |  |
| --- | --- |
| **TEACHER\_ID** | **TEACHER\_AGE** |
| 25 | 30 |
| 47 | 35 |
| 83 | 38 |

**TEACHER\_SUBJECT table:**

|  |  |
| --- | --- |
| **TEACHER\_ID** | **SUBJECT** |
| 25 | Chemistry |
| 25 | Biology |
| 47 | English |
| 83 | Math |
| 83 | Computer |
| **Third Normal Form (3NF)**   * A relation will be in 3NF if it is in 2NF and not contain any transitive partial dependency. * 3NF is used to reduce the data duplication. It is also used to achieve the data integrity. * If there is no transitive dependency for non-prime attributes, then the relation must be in third normal form.   A relation is in third normal form if it holds atleast one of the following conditions for every non-trivial function dependency X → Y.   1. X is a super key. 2. Y is a prime attribute, i.e., each element of Y is part of some candidate key.   **Example:**  **EMPLOYEE\_DETAIL table:**   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **EMP\_ID** | **EMP\_NAME** | **EMP\_ZIP** | **EMP\_STATE** | **EMP\_CITY** | | 222 | Harry | 201010 | UP | Noida | | 333 | Stephan | 02228 | US | Boston | | 444 | Lan | 60007 | US | Chicago | | 555 | Katharine | 06389 | UK | Norwich | | 666 | John | 462007 | MP | Bhopal |   **Super key in the table above:**   * 1. {EMP\_ID}, {EMP\_ID, EMP\_NAME}, {EMP\_ID, EMP\_NAME, EMP\_ZIP}....so on   **Candidate key:** {EMP\_ID}  **Non-prime attributes:** In the given table, all attributes except EMP\_ID are non-prime.  Here, EMP\_STATE & EMP\_CITY dependent on EMP\_ZIP and EMP\_ZIP dependent on EMP\_ID. The non-prime attributes (EMP\_STATE, EMP\_CITY) transitively dependent on super key(EMP\_ID). It violates the rule of third normal form.  That's why we need to move the EMP\_CITY and EMP\_STATE to the new <EMPLOYEE\_ZIP> table, with EMP\_ZIP as a Primary key.  **EMPLOYEE table:**   |  |  |  | | --- | --- | --- | | **EMP\_ID** | **EMP\_NAME** | **EMP\_ZIP** | | 222 | Harry | 201010 | | 333 | Stephan | 02228 | | 444 | Lan | 60007 | | 555 | Katharine | 06389 | | 666 | John | 462007 |   **EMPLOYEE\_ZIP table:**   |  |  |  | | --- | --- | --- | | **EMP\_ZIP** | **EMP\_STATE** | **EMP\_CITY** | | 201010 | UP | Noida | | 02228 | US | Boston | | 60007 | US | Chicago | | 06389 | UK | Norwich | | 462007 | MP | Bhopal | | | |

**Boyce Codd normal form (BCNF)**

* BCNF is the advance version of 3NF. It is stricter than 3NF.
* A table is in BCNF if every functional dependency X → Y, X is the super key of the table.
* For BCNF, the table should be in 3NF, and for every FD, LHS is super key.

**Example:** Let's assume there is a company where employees work in more than one department.

**EMPLOYEE table:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_COUNTRY** | **EMP\_DEPT** | **DEPT\_TYPE** | **EMP\_DEPT\_NO** |
| 264 | India | Designing | D394 | 283 |
| 264 | India | Testing | D394 | 300 |
| 364 | UK | Stores | D283 | 232 |
| 364 | UK | Developing | D283 | 549 |

**In the above table Functional dependencies are as follows:**

1. EMP\_ID  →  EMP\_COUNTRY
2. EMP\_DEPT  →   {DEPT\_TYPE, EMP\_DEPT\_NO}

**Candidate key: {EMP-ID, EMP-DEPT}**

The table is not in BCNF because neither EMP\_DEPT nor EMP\_ID alone are keys.

To convert the given table into BCNF, we decompose it into three tables:

**EMP\_COUNTRY table:**

|  |  |
| --- | --- |
| **EMP\_ID** | **EMP\_COUNTRY** |
| 264 | India |
| 264 | India |

**EMP\_DEPT table:**

|  |  |  |
| --- | --- | --- |
| **EMP\_DEPT** | **DEPT\_TYPE** | **EMP\_DEPT\_NO** |
| Designing | D394 | 283 |
| Testing | D394 | 300 |
| Stores | D283 | 232 |
| Developing | D283 | 549 |

**EMP\_DEPT\_MAPPING table:**

|  |  |
| --- | --- |
| **EMP\_ID** | **EMP\_DEPT** |
| D394 | 283 |
| D394 | 300 |
| D283 | 232 |
| D283 | 549 |

**Functional dependencies:**

1. EMP\_ID   →    EMP\_COUNTRY
2. EMP\_DEPT   →   {DEPT\_TYPE, EMP\_DEPT\_NO}

**Candidate keys:**

**For the first table:** EMP\_ID   
**For the second table:** EMP\_DEPT  
**For the third table:** {EMP\_ID, EMP\_DEPT}

Now, this is in BCNF because left side part of both the functional dependencies is a key.

# Relational Decomposition

* When a relation in the relational model is not in appropriate normal form then the decomposition of a relation is required.
* In a database, it breaks the table into multiple tables.
* If the relation has no proper decomposition, then it may lead to problems like loss of information.
* Decomposition is used to eliminate some of the problems of bad design like anomalies, inconsistencies, and redundancy.

## Types of Decomposition

![DBMS Relational Decomposition](data:image/png;base64,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)

### Lossless Decomposition

* If the information is not lost from the relation that is decomposed, then the decomposition will be lossless.
* The lossless decomposition guarantees that the join of relations will result in the same relation as it was decomposed.
* The relation is said to be lossless decomposition if natural joins of all the decomposition give the original relation.

**Example:**

**EMPLOYEE\_DEPARTMENT table:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_AGE** | **EMP\_CITY** | **DEPT\_ID** | **DEPT\_NAME** |
| 22 | Denim | 28 | Mumbai | 827 | Sales |
| 33 | Alina | 25 | Delhi | 438 | Marketing |
| 46 | Stephan | 30 | Bangalore | 869 | Finance |
| 52 | Katherine | 36 | Mumbai | 575 | Production |
| 60 | Jack | 40 | Noida | 678 | Testing |

The above relation is decomposed into two relations EMPLOYEE and DEPARTMENT

**EMPLOYEE table:**

|  |  |  |  |
| --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_AGE** | **EMP\_CITY** |
| 22 | Denim | 28 | Mumbai |
| 33 | Alina | 25 | Delhi |
| 46 | Stephan | 30 | Bangalore |
| 52 | Katherine | 36 | Mumbai |
| 60 | Jack | 40 | Noida |

**DEPARTMENT table**

|  |  |  |
| --- | --- | --- |
| **DEPT\_ID** | **EMP\_ID** | **DEPT\_NAME** |
| 827 | 22 | Sales |
| 438 | 33 | Marketing |
| 869 | 46 | Finance |
| 575 | 52 | Production |
| 678 | 60 | Testing |

Now, when these two relations are joined on the common column "EMP\_ID", then the resultant relation will look like:

**Employee ⋈ Department**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_AGE** | **EMP\_CITY** | **DEPT\_ID** | **DEPT\_NAME** |
| 22 | Denim | 28 | Mumbai | 827 | Sales |
| 33 | Alina | 25 | Delhi | 438 | Marketing |
| 46 | Stephan | 30 | Bangalore | 869 | Finance |
| 52 | Katherine | 36 | Mumbai | 575 | Production |
| 60 | Jack | 40 | Noida | 678 | Testing |

Hence, the decomposition is Lossless join decomposition.

### Dependency Preserving

* It is an important constraint of the database.
* In the dependency preservation, at least one decomposed table must satisfy every dependency.
* If a relation R is decomposed into relation R1 and R2, then the dependencies of R either must be a part of R1 or R2 or must be derivable from the combination of functional dependencies of R1 and R2.
* For example, suppose there is a relation R (A, B, C, D) with functional dependency set (A->BC). The relational R is decomposed into R1(ABC) and R2(AD) which is dependency preserving because FD A->BC is a part of relation R1(ABC).

**Multivalued Dependency**

* Multivalued dependency occurs when two attributes in a table are independent of each other but, both depend on a third attribute.
* A multivalued dependency consists of at least two attributes that are dependent on a third attribute that's why it always requires at least three attributes.

**Example:** Suppose there is a bike manufacturer company which produces two colors(white and black) of each model every year.

|  |  |  |
| --- | --- | --- |
| **BIKE\_MODEL** | **MANUF\_YEAR** | **COLOR** |
| M2011 | 2008 | White |
| M2001 | 2008 | Black |
| M3001 | 2013 | White |
| M3001 | 2013 | Black |
| M4006 | 2017 | White |
| M4006 | 2017 | Black |

Here columns COLOR and MANUF\_YEAR are dependent on BIKE\_MODEL and independent of each other.

In this case, these two columns can be called as multivalued dependent on BIKE\_MODEL. The representation of these dependencies is shown below:

1. BIKE\_MODEL   →  →  MANUF\_YEAR
2. BIKE\_MODEL   →  →  COLOR

This can be read as "BIKE\_MODEL multidetermined MANUF\_YEAR" and "BIKE\_MODEL multidetermined COLOR".

**join Dependency**

* Join decomposition is a further generalization of Multivalued dependencies.
* If the join of R1 and R2 over C is equal to relation R, then we can say that a join dependency (JD) exists.
* Where R1 and R2 are the decompositions R1(A, B, C) and R2(C, D) of a given relations R (A, B, C, D).
* Alternatively, R1 and R2 are a lossless decomposition of R.
* A JD ⋈ {R1, R2,..., Rn} is said to hold over a relation R if R1, R2,....., Rn is a lossless-join decomposition.
* The \*(A, B, C, D), (C, D) will be a JD of R if the join of join's attribute is equal to the relation R.
* Here, \*(R1, R2, R3) is used to indicate that relation R1, R2, R3 and so on are a JD of R.

**Inclusion Dependency**

* Multivalued dependency and join dependency can be used to guide database design although they both are less common than functional dependencies.
* Inclusion dependencies are quite common. They typically show little influence on designing of the database.
* The inclusion dependency is a statement in which some columns of a relation are contained in other columns.
* The example of inclusion dependency is a foreign key. In one relation, the referring relation is contained in the primary key column(s) of the referenced relation.
* Suppose we have two relations R and S which was obtained by translating two entity sets such that every R entity is also an S entity.
* Inclusion dependency would be happen if projecting R on its key attributes yields a relation that is contained in the relation obtained by projecting S on its key attributes.
* In inclusion dependency, we should not split groups of attributes that participate in an inclusion dependency.
* In practice, most inclusion dependencies are key-based that is involved only keys.

# Canonical Cover

In the case of updating the database, the responsibility of the system is to check whether the existing functional dependencies are getting violated during the process of updating. In case of a violation of functional dependencies in the new database state, the rollback of the system must take place.

A canonical cover or irreducible a set of functional dependencies FD is a simplified set of FD that has a similar closure as the original set FD.

### Extraneous attributes

An attribute of an FD is said to be extraneous if we can remove it without changing the closure of the set of FD.

**Example:** Given a relational Schema R( A, B, C, D) and set of Function Dependency FD = { B → A, AD → BC, C → ABD }. Find the canonical cover?

**Solution:** Given FD = { B → A, AD → BC, C → ABD }, now decompose the FD using decomposition rule( Armstrong Axiom ).

1. B → A
2. AD → B ( using decomposition inference rule on AD → BC)
3. AD → C ( using decomposition inference rule on AD → BC)
4. C → A ( using decomposition inference rule on C → ABD)
5. C → B ( using decomposition inference rule on C → ABD)
6. C → D ( using decomposition inference rule on C → ABD)

Now set of FD = { B → A, AD → B, AD → C, C → A, C → B, C → D }

The next step is to find closure of the left side of each of the given FD by including that FD and excluding that FD, if closure in both cases are same then that FD is redundant and we remove that FD from the given set, otherwise if both the closures are different then we do not exclude that FD.

**Calculating closure of all FD { B → A, AD → B, AD → C, C → A, C → B, C → D }**

1a. Closure B+ = BA using FD = { **B → A**, AD → B, AD → C, C → A, C → B, C → D }

1b. Closure B+ = B using FD = { AD → B, AD → C, C → A, C → B, C → D }

From 1 a and 1 b, we found that both the Closure( by including **B → A** and excluding **B → A** ) are not equivalent, hence FD B → A is important and cannot be removed from the set of FD.

2 a. Closure AD+ = ADBC using FD = { B →A, **AD → B**, AD → C, C → A, C → B, C → D }

2 b. Closure AD+ = ADCB using FD = { B → A, AD → C, C → A, C → B, C → D }

From 2 a and 2 b, we found that both the Closure (by including **AD → B** and excluding **AD → B**) are equivalent, hence FD **AD → B** is not important and can be removed from the set of FD.

**Hence resultant FD = { B → A, AD → C, C → A, C → B, C → D }**

3 a. Closure AD+ = ADCB using FD = { B →A, **AD → C**, C → A, C → B, C → D }

3 b. Closure AD+ = AD using FD = { B → A, C → A, C → B, C → D }

From 3 a and 3 b, we found that both the Closure (by including **AD → C** and excluding **AD → C** ) are not equivalent, hence FD AD → C is important and cannot be removed from the set of FD.

**Hence resultant FD = { B → A, AD → C, C → A, C → B, C → D }**

4 a. Closure C+ = CABD using FD = { B →A, AD → C, **C → A**, C → B, C → D }

4 b. Closure C+ = CBDA using FD = { B → A, AD → C, C → B, C → D }

From 4 a and 4 b, we found that both the Closure (by including **C → A** and excluding **C → A**) are equivalent, hence FD **C → A** is not important and can be removed from the set of FD.

**Hence resultant FD = { B → A, AD → C, C → B, C → D }**

5 a. Closure C+ = CBDA using FD = { B →A, AD → C, **C → B**, C → D }

5 b. Closure C+ = CD using FD = { B → A, AD → C, C → D }

From 5 a and 5 b, we found that both the Closure (by including **C → B** and excluding **C → B**) are not equivalent, hence FD **C → B** is important and cannot be removed from the set of FD.

**Hence resultant FD = { B → A, AD → C, C → B, C → D }**

6 a. Closure C+ = CDBA using FD = { B →A, AD → C, C → B, **C → D** }

6 b. Closure C+ = CBA using FD = { B → A, AD → C, C → B }

From 6 a and 6 b, we found that both the Closure( by including **C → D** and excluding **C → D**) are not equivalent, hence FD **C → D** is important and cannot be removed from the set of FD.

**Hence resultant FD = { B → A, AD → C, C → B, C → D }**

* Since FD = { B → A, AD → C, C → B, C → D } is resultant FD, now we have checked the redundancy of attribute, since the left side of FD AD → C has two attributes, let's check their importance, i.e. whether they both are important or only one.

Closure AD+ = ADCB using FD = { B →A, **AD → C**, C → B, C → D }

Closure A+ = A using FD = { B →A, **AD → C**, C → B, C → D }

Closure D+ = D using FD = { B →A, **AD → C**, C → B, C → D }

Since the closure of AD+, A+, D+ that we found are not all equivalent, hence in FD AD → C, both A and D are important attributes and cannot be removed.

Hence resultant FD = { B → A, AD → C, C → B, C → D } and we can rewrite as

**FD = { B → A, AD → C, C → BD } is Canonical Cover of FD = { B → A, AD → BC, C → ABD }.**

**Example 2:** Given a relational Schema R( W, X, Y, Z) and set of Function Dependency FD = { W → X, Y → X, Z → WXY, WY → Z }. Find the canonical cover?

**Solution:** Given FD = { W → X, Y → X, Z → WXY, WY → Z }, now decompose the FD using decomposition rule( Armstrong Axiom ).

1. W → X
2. Y → X
3. Z → W ( using decomposition inference rule on Z → WXY )
4. Z → X ( using decomposition inference rule on Z → WXY )
5. Z → Y ( using decomposition inference rule on Z → WXY )
6. WY → Z

Now set of FD = { W → X, Y → X, WY → Z, Z → W, Z → X, Z → Y }

The next step is to find closure of the left side of each of the given FD by including that FD and excluding that FD, if closure in both cases are same then that FD is redundant and we remove that FD from the given set, otherwise if both the closures are different then we do not exclude that FD.

**Calculating closure of all FD { W → X, Y → X, Z → W, Z → X, Z → Y, WY → Z }**

**1 a.** Closure W+ = WX using FD = { **W → X**, Y → X, Z → W, Z → X, Z → Y, WY → Z }

**1 b.** Closure W+ = W using FD = { Y → X, Z → W, Z → X, Z → Y, WY → Z }

From 1 a and 1 b, we found that both the Closure (by including **W → X** and excluding **W → X** ) are not equivalent, hence FD W → X is important and cannot be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → X, Z → Y, WY → Z }**

**2 a.** Closure Y+ = YX using FD = { W → X, **Y → X**, Z → W, Z → X, Z → Y, WY → Z }

**2 b.** Closure Y+ = Y using FD = { W → X, Z → W, Z → X, Z → Y, WY → Z }

From 2 a and 2 b we found that both the Closure (by including **Y → X** and excluding **Y → X** ) are not equivalent, hence FD Y → X is important and cannot be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → X, Z → Y, WY → Z }**

**3 a.** Closure Z+ = ZWXY using FD = { W → X, Y → X, **Z → W**, Z → X, Z → Y, WY → Z }

**3 b.** Closure Z+ = ZXY using FD = { W → X, Y → X, Z → X, Z → Y, WY → Z }

From 3 a and 3 b, we found that both the Closure (by including **Z → W** and excluding **Z → W** ) are not equivalent, hence FD Z → W is important and cannot be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → X, Z → Y, WY → Z }**

**4 a**. Closure Z+ = ZXWY using FD = { W → X, Y → X, Z → W, **Z → X**, Z → Y, WY → Z }

**4 b.** Closure Z+ = ZWYX using FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }

From 4 a and 4 b, we found that both the Closure (by including **Z → X** and excluding **Z → X** ) are equivalent, hence FD Z → X is **not** important and can be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }**

**5 a.** Closure Z+ = ZYWX using FD = { W → X, Y → X, Z → W, **Z → Y**, WY → Z }

**5 b.** Closure Z+ = ZWX using FD = { W → X, Y → X, Z → W, WY → Z }

From 5 a and 5 b, we found that both the Closure (by including **Z → Y** and excluding **Z → Y** ) are not equivalent, hence FD Z → X is important and cannot be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }**

**6 a.** Closure WY+ = WYZX using FD = { W → X, Y → X, Z → W, Z → Y, **WY → Z** }

**6 b.** Closure WY+ = WYX using FD = { W → X, Y → X, Z → W, Z → Y }

From 6 a and 6 b, we found that both the Closure (by including **WY → Z** and excluding **WY → Z**) are not equivalent, hence FD WY → Z is important and cannot be removed from the set of FD.

**Hence resultant FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }**

Since FD = { W → X, Y → X, Z → W, Z → Y, WY → Z } is resultant FD now, we have checked the redundancy of attribute, since the left side of FD WY → Z has two attributes at its left, let's check their importance, i.e. whether they both are important or only one.

Closure WY+ = WYZX using FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }

Closure W+ = WX using FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }

Closure Y+ = YX using FD = { W → X, Y → X, Z → W, Z → Y, WY → Z }

Since the closure of WY+, W+, Y+ that we found are not all equivalent, hence in FD WY → Z, both W and Y are important attributes and cannot be removed.

Hence resultant FD = { W → X, Y → X, Z → W, Z → Y, WY → Z } and we can rewrite as:

**FD = { W → X, Y → X, Z → WY, WY → Z } is Canonical Cover of FD = { W → X, Y → X, Z → WXY, WY → Z }.**

**Example 3:** Given a relational Schema R( V, W, X, Y, Z) and set of Function Dependency FD = { V → W, VW → X, Y → VXZ }. Find the canonical cover?

**Solution:** Given FD = { V → W, VW → X, Y → VXZ }. now decompose the FD using decomposition rule (Armstrong Axiom).

1. V → W
2. VW → X
3. Y → V ( using decomposition inference rule on Y → VXZ )
4. Y → X ( using decomposition inference rule on Y → VXZ )
5. Y → Z ( using decomposition inference rule on Y → VXZ )

Now set of FD = { V → W, VW → X, Y → V, Y → X, Y → Z }.

The next step is to find closure of the left side of each of the given FD by including that FD and excluding that FD, if closure in both cases are same then that FD is redundant and we remove that FD from the given set, otherwise if both the closures are different then we do not exclude that FD.

**Calculating closure of all FD { V → W, VW → X, Y → V, Y → X, Y → Z }.**

**1 a.** Closure V+ = VWX using FD = {**V → W**, VW → X, Y → V, Y → X, Y → Z}

**1 b.** Closure V+ = V using FD = {VW → X, Y → V, Y → X, Y → Z }

From 1 a and 1 b, we found that both the Closure( by including **V → W** and excluding **V → W** ) are not equivalent, hence FD V → W is important and cannot be removed from the set of FD.

**Hence resultant FD = { V → W, VW → X, Y → V, Y → X, Y → Z }.**

**2 a**. Closure VW+ = VWX using FD = { V → W, **VW → X**, Y → V, Y → X, Y → Z }

**2 b.** Closure VW+ = VW using FD = { V → W, Y → V, Y → X, Y → Z }

From 2 a and 2 b, we found that both the Closure( by including **VW → X** and excluding **VW → X** ) are not equivalent, hence FD VW → X is important and cannot be removed from the set of FD.

**Hence resultant FD = { V → W, VW → X, Y → V, Y → X, Y → Z }.**

**3 a.** Closure Y+ = YVXZW using FD = { V → W, VW → X, **Y → V**, Y → X, Y → Z }

**3 b.** Closure Y+ = YXZ using FD = { V → W, VW → X, Y → X, Y → Z }

From 3 a and 3 b, we found that both the Closure( by including **Y → V** and excluding **Y → V** ) are not equivalent, hence FD Y → V is important and cannot be removed from the set of FD.

**Hence resultant FD = { V → W, VW → X, Y → V, Y → X, Y → Z }.**

**4 a**. Closure Y+ = YXVZW using FD = { V → W, VW → X, Y → V, **Y → X**, Y → Z }

**4 b.** Closure Y+ = YVZWX using FD = { V → W, VW → X, Y → V, Y → Z }

From 4 a and 4 b, we found that both the Closure( by including **Y → X** and excluding **Y → X** ) are equivalent, hence FD Y → X is **not** important and can be removed from the set of FD.

**Hence resultant FD = { V → W, VW → X, Y → V, Y → Z }.**

**5 a.** Closure Y+ = YZVWX using FD = { V → W, VW → X, Y → V, **Y → Z** }

**5 b.** Closure Y+ = YVWX using FD = { V → W, VW → X, Y → V }

From 5 a and 5 b, we found that both the Closure( by including **Y → Z** and excluding **Y → Z** ) are not equivalent, hence FD Y → Z is important and cannot be removed from the set of FD.

**Hence resultant FD = { V → W, VW → X, Y → V, Y → Z }.**

Since FD = { V → W, VW → X, Y → V, Y → Z } is resultant FD now, we have checked the redundancy of attribute, since the left side of FD VW → X has two attributes at its left, let's check their importance, i.e. whether they both are important or only one.

Closure VW+ = VWX using FD = { V → W, VW → X, Y → V, Y → Z }

Closure V+ = VWX using FD = { V → W, VW → X, Y → V, Y → Z }

Closure W+ = W using FD = { V → W, VW → X, Y → V, Y → Z }

Since the closure of VW+, V+, W+ we found that all the Closures of VW and V are equivalent, hence in FD VW → X, W is not at all an important attribute and can be removed.

Hence resultant FD = { V → W, V → X, Y → V, Y → Z } and we can rewrite as

**FD = { V → WX, Y → VZ } is Canonical Cover of FD = { V → W, VW → X, Y → VXZ }.**

**CONCLUSION:** From the above three examples we conclude that canonical cover / irreducible set of functional dependency follows the following steps, which we need to follow while calculating Canonical Cover.

**STEP 1:** For a given set of FD, decompose each FD using decomposition rule (Armstrong Axiom) if the right side of any FD has more than one attribute.

**STEP 2:** Now make a new set of FD having all decomposed FD.

**STEP 3:** Find closure of the left side of each of the given FD by including that FD and excluding that FD, if closure in both cases are same then that FD is redundant and we remove that FD from the given set, otherwise if both the closures are different then we do not exclude that FD.

**STEP 4:** Repeat step 4 till all the FDs in FD set are complete.

**STEP 5:** After STEP 4, find resultant FD = { B → A, AD → C, C → B, C → D } which are not redundant.

**STEP 6:** Check redundancy of attribute, by selecting those FD's from FD sets which are having more than one attribute on its left, let's an FD AD → C has two attributes at its left, let's check their importance, i.e. whether they both are important or only one.

**STEP 6 a:** Find Closure AD+

**STEP 6 b:** Find Closure A+

**STEP 6 c:** Find Closure D+

Compare Closure of STEP (6a, 6b, 6c) if the closure of AD+, A+, D+ are not equivalent, hence in FD AD → C, both A and D are important attributes and cannot be removed, otherwise, we remove the redundant attribute.